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ABSTRACT
Architectural design rationale describes the decisions made, alternatives considered, and reasons for and against each alternative considered when defining a software architecture. At least some of these reasons should reference the non-functional requirements (NFRs) for the system. The SEURAT_Architecture system uses a pre-defined pattern library and the NFRs for a software system to guide the selection of architectural patterns. Each pattern recommended by the system serves as an alternative to the architectural decision made and comes with rationale for why this pattern is considered useful. This system serves several purposes—to guide the architect through the decision-making process, to ensure that NFRs are considered when making these critical early decisions, and to capture the rationale for the architecture as a byproduct of the tool-supported selection process.
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1. INTRODUCTION
A Software Architecture is the structure of the components of a system, their quality attributes and the relationships among them [4]. It specifies the big picture of the potential system and lays the foundation for the next steps of the development process. Architecture design is also the first step towards addressing how the design will meet the system’s requirements.

Typically, the architecture design artifacts only record the final form of the software architecture, such as the components and connectors involved. The knowledge and information behind the design decisions is often lost. If available, this background information, a key component in architectural knowledge, can be used to help with justification of design outcomes and support for software architecture design and maintenance activities [43]. Another benefit from this architectural knowledge is to support the verification of the achievement of quality attributes. Quality attributes, sometimes referred to as Non-Functional Requirements (NFRs) [29], are important to the success of the system. The fulfillment of NFRs should be addressed early in the development cycle and built into the result of architectural design. However, in actual software projects consideration of NFRs is often delayed to later stages. This is mainly due to the lack of techniques to support incorporating NFRs in the early phases of software architecture [30].

There has been an increasing interest and growing recognition of the importance in capturing and managing architectural knowledge in the software architecture community [1][5]. This type of information is called architectural design rationale. Architecture design rationale captures the background information and reasoning process of a software architecture design, including the requirements that motivate the design, the negotiation process that leads to the final shape of the design, tradeoffs made, and alternatives that are considered. Architecture design rationale is considered an important part of software architecture and can help designers and architects with their design and maintenance activities.

In this paper, we describe an approach where NFRs are used to drive the architectural design process by assisting with the selection of architectural patterns. This approach, integrated into the SEURAT Rationale Management System [8][10], also supports the process of capturing architectural design rationale.

The remainder of this paper is organized as follows. Section 2 gives background information on the areas of design rationale and architectural patterns and describes related work. The proposed approach is presented in Section 3. Section 4 describes an example that applies the approach to a design problem. Finally, Section 5 draws conclusions and describes plans for future work.

2. BACKGROUND
Design rationale captures the background information and reasoning process of software architecture design. Some early research on the importance of the design rationale has been done [40]. However, design rationale is usually not captured and used in practice. Horner and Atwood [26] describe the inherent limitations to developing systems that can effectively capture and use design rationale. Recording the reasoning process of design can be very time-consuming and expensive. There have...
been several approaches or models that have been proposed to capture design rationale. Some argumentation-based approaches include Issue-Based Information Systems (IBIS) [31], Procedural Hierarchy of Issues (PHI) [37], Questions, Options, and Criteria (QOC) [35], Decision Representation Language (DRL) [32], RATSpeak [8], and the WinWin approach [7].

Design rationale can be used in different ways, such as helping with the verification of the satisfaction of requirements and the determination of the implication of modifications [10]. Dutoit et al. [20] discuss how to use design rationale to support collaboration in design teams and improve quality. Burge and Brown [9] describe how design rationale can support software maintenance and ensure that reasoning given for modifications is consistent with the designer’s initial intent.

The importance of architectural rationale has been recognized in the software architecture community [1][5]. The reason why considerable effort has been spent on architectural knowledge is the lack of quality documentation methodologies for the reasoning process. The focus of architectural design rationale is on treating software architecting as a process of decision making and the software architecture as a set of design decisions [28][27][8][17]. The architects operate as the decision makers during the architecting process rather than as only architecture modelers. The resulting architecture is the result of a set of design decisions during the reasoning process, such as structuring decisions and deployment decisions [44]. At the same time, there has been an attempt to capture, record, and represent the architectural knowledge/architectural rationale of the reasoning process so that the information can be used to consistently deliver a satisfactory architecture design and support achieving the quality attributes [1][20][42]. Also, models or templates of documenting software architecture and design decisions have been proposed [13][47].

Software systems are designed not only to implement all the required functionality, but also to fulfill some non-functional aspects, such as reliability, modifiability, maintainability, security. These non-functional aspects are treated as Non-Functional Requirements (NFRs). NFRs are important to the success of the software systems [18]. Ineffectively dealing with NFRs can lead to serious software system failures. Although it is difficult and expensive to deal with these requirements, the fulfillment of NFRs should be addressed early in the development cycle and built into the result of architectural design [16]. Some frameworks have been proposed to specify the relationships between NFRs and design decisions, such as [14] and [45]. NFRs can also be used as design drivers to support architectural design [15][25].

Architectural patterns specify the solutions to problems that occur over and over again in specific contexts during the software design phase [12]. Patterns provide effective approaches to developing software with defined properties. Architectural patterns are composed of a series of recurring decisions made by software design experts and also describe rationale behind these decisions, so that reference can be made on them to help with decision-making during the design process [46]. Sometimes identifying the decisions to make is already a problem for the designers because the systems to be built are too complicated to find out what to do. Identifying the right decisions to make can direct and make sure the design is along the process that trends to the successful design. Patterns can be used to direct and help the process of generating the final architecture [12]. In [6], the authors describe how to use patterns to derive architectures. At the same time, the design decisions which have been made and why they were made this way can be recorded [39]. This knowledge will make it easier to make changes to the architecture when needed. Patterns are not isolated [23]. There are some relationships between some of the patterns. A simple catalog-like list of patterns cannot express the relationships, thereby providing the need for a pattern system/pattern language [12]. A pattern system organizes individual patterns together with the description of how patterns are connected with each other in the system, how these patterns can be implemented, and how the software development can be supported with patterns. The authors of [12] define the requirements to build a pattern system and build up a pattern system example. Avgeriou and Zdun [3] also propose a pattern language, which acts as a super set of existing architectural pattern collections and categorizations to establish the relationships between the patterns and design a categorization based on the concept of “architectural views”. The PAKME knowledge management tool [2] captures patterns in their architectural knowledge repository and makes them available for reuse. The pattern library used in SEURAT_Architecture is an extension of that used in PAKME.

Harrison and Avgeriou [25] propose an approach similar to ours in their Pattern-Driven Architectural Partitioning approach, which uses functional and non-functional requirements to drive pattern selection and evaluation. This approach proposes combining patterns, which ours does not, but does not go as far into the design process or attach rationale.

3. INTEGRATING PATTERNS AND RATIONALE

In order to solve the problem of how to help architects make design decisions, and record the rationale behind these decisions, a new system has been built. First, there is a uniform method to describe the architectural patterns. This description not only specifies the pattern itself, but also exposes the relationships with other patterns and the rationale that can be used to help make the decision to choose this pattern. Second, there is an approach to organize and classify all the patterns so that the users can quickly identify which pattern or patterns can help them with their design activities. Third, there is a guideline to show how to apply or implement the patterns. Fourth, there is an evolution mechanism in the system so that it supports the changes to the existing patterns or adding new patterns to the system. The system described here supports the following functionality:

- Setting up a basic design process to help the architects to identify the key design decisions to make;
- Providing candidate patterns for the decision problems to help with the decision making. The later candidate patterns are influenced by the previous decisions made by the architects;
- Recording the decisions made and the reasons associated with them. Pre-stored common rationale for selecting a particular pattern are generated automatically and the architects can also create their own reasons for the decisions.

These goals were achieved by extending the existing Software Engineering Using RATional (SEURAT) system to create SEURAT_Architecture.
3.1 Software Engineering Using RATionale (SEURAT)

The SEURAT system [8] is a plug-in to the Eclipse IDE of the Eclipse Foundation (www.eclipse.org). It is used to capture, display, and maintain design rationale. SEURAT captures design rationale with the RATSpeak representation language, which is based on DRL [32]. RATSpeak uses requirements (both functional and non-functional) as part of the arguments and uses an Argument Ontology to give common arguments. The Argument Ontology contains 277 reasons for making design decisions starting with the general “ilities” (reliability, scalability, usability, etc.) and forming a hierarchy where the reasons become more and more specific. These ontology entries appear in several places in the rationale: associated with NFRs, associated with claims (which capture desirable or undesirable qualities that are not necessarily required), and associated with known design tradeoffs stored as background knowledge. The SEURAT system presents the rationale in an argumentation-based hierarchical structure that is displayed in an Eclipse View called the Rationale Explorer. The user can enter the decision problems, the alternatives considered for each of the decision problem, and the arguments for and against each alternative. SEURAT also supports evaluation of alternatives and performs inference over the rationale to detect inconsistency or incompleteness, such as whether a selected alternative is the best solution for the design problem or if rationale appears to be missing.

SEURAT system is designed to support the use of rationale in software maintenance. This is achieved by presenting the relevant design rationale as needed and allowing entry of new rationale for modifications [9]. The new rationale will be checked for inconsistencies with the original rationale.

3.2 SEURAT Architecture

SEURAT Architecture is built on the basis of SEURAT as a new feature. As an Eclipse plug-in, SEURAT Architecture adds a new Eclipse View—a Pattern Library that includes a description of each design pattern and its rationale. SEURAT Architecture follows the argumentation-based representation of rationale of SEURAT and supports the architectural design by supporting searching for candidate patterns, automatic generation of alternatives and arguments, and automatic generation of decisions required to implement an adopted alternative, when available in the Pattern Library.

3.2.1 Pattern Library

Patterns provide assistance in building systems with desired quality attributes. They capture proven design solutions and knowledge of some recurring problems under specific contexts. They are developed on the basis of successful design experiences of expert designers. Therefore, other designs can benefit from learning the solutions in patterns that experts use and adopt the solutions into their own projects. However, just cataloging a list of patterns cannot fully reflect the potential benefits from them. First, there are a large number of patterns out there. It is difficult to be totally familiar with each of them, especially for those “non-expert” designers. For instance, in the widely referenced design pattern book written by the Gang of Four (GoF) [24], there are 23 patterns. There are many other architectural patterns and idioms for detailed design besides those patterns in the Gang of Four book. Therefore, when a design deals with a design problem, it is time-consuming to go through each of them. Second, patterns are not isolated [23]. The interdependencies between patterns can also benefit the designs. For example, some patterns can be better used by combination with other patterns. Third, the decisions made and rationale of the decisions during applying a pattern are easily omitted subconsciously from documentation. Sometimes some rationale in a pattern is not specified explicitly, or the reason for adopting the pattern can be considered very obvious (by the architect). In these situations, the background knowledge is lost. The information can be useful in the future software development activities, such as system maintenance.

Therefore, in our approach, a Pattern Library is designed and implemented to resolve the issues mentioned above. The Pattern Library divides the patterns into different categories so that the searching scope can be narrowed down according to the categories and the problem to be solved. The Pattern Library explicitly represents the quality attributes which each pattern influences. These quality attributes can be used as rationale during the argumentation process when a pattern is selected as a decision solution. The Pattern Library also connects patterns that are related, so that when one pattern is applied related patterns can also be considered.

There are four key components to the Pattern Library implemented for SEURAT_Architecture:

- Pattern Categories
- Design Problem Categories
- Affected Quality Attributes
- Decisions required to adopt a pattern and their Candidate (alternative) Patterns

It is difficult for the designers to read, analyze, and understand every pattern to find out the one useful because there are a lot of patterns out there and the number is still increasing. Therefore, it is helpful to divide the patterns into different categories. Here the pattern categories in [12] are adopted. Patterns are distinguished into three main categories: Architectural Patterns, Design Patterns, and Idioms.

Architectural Patterns are used at the beginning of design to solve basic fundamental structure issue of the systems. They specify the decomposition of the system, the responsibilities of subsystems, and the rules and guidelines to manage the relationships between them.

Design Patterns are used for more detailed design when refining the architecture of a system or some local design aspects of subsystems. Design Patterns address smaller design problems than architectural patterns, but are more general than the idioms, which are programming language specific.

Idioms are low-level patterns, which are used to solve the implementation of programming language specific issues, such as memory management in C++.

Every pattern is aiming at addressing a particular problem. Problem categories divide the patterns into groups according to the design situations. The problem categories from [12] are adopted for the Pattern Library:

- From Mud to Structure – patterns that support decomposing a system task into subtasks;
- Distributed Systems – patterns for systems where patterns are distributed across different processes or in several subsystems;
- **Interactive Systems** – patterns for systems that interact with humans;
- **Adaptable Systems** – patterns that provide infrastructures to support extension and adaptation;
- **Structural Decomposition** – patterns that support decomposition of complex systems;
- **Organization of Work** – patterns that define how components work together;
- **Access Control** – patterns that guard and control access to other services or components;
- **Management** – patterns to control collections of objects, services and components;
- **Communication** – patterns for organizing communication between services or components;
- **Resource Handling** – patterns to manage shared objects or components.

There are patterns that do not fall into any of these problem categories and there are patterns that can be categorized into more than one category. It is not necessary to allocate patterns into problem categories, but problem categories can help to narrow down the scope of searching for patterns.

For each of the patterns, in order to apply the pattern to a design problem there are a series of decisions that need to be made. These decisions, or decision-problems, are explicitly represented in the Pattern Library. Once a pattern gets adopted as the solution in SEURAT, the decisions associated with it are imported into the SEURAT Rationale Explorer as decisions that need to be made. The user can apply the pattern to the design by selecting (adopting) an alternative (solution) for the decision problems. In some cases, these solution alternatives are other patterns. In this case, these patterns are imported into SEURAT as alternative solutions to the decision problems, along with the rationale why the pattern should or should not be chosen as an alternative.

For example, one of the decisions required to apply a Three-Layer pattern is “What is the structure of business logic layer?”. There are some patterns can used to solve this problem, such as Transaction Script pattern, Domain Model pattern, and the Table Module pattern. These patterns serve as alternative solutions for the business logic layer structure decision and each has rationale for why it should (or should not be) chosen. These patterns can be associated as Candidate Patterns for the decisions in the Pattern Library. If the architect selects the Three Layer pattern as an alternative, SEURAT_Architecture imports the decisions required to apply it, along with the alternative solutions for each decision and their rationale.

The system architect can add or edit patterns in the Pattern Library. This supports the evolution of SEURAT_Architecture as patterns are added or modified. Figure 1 shows the Pattern Library and an example pattern.

![Pattern Library](image-url)
3.2.2 Architectural Rationale Generation

SEURAT_Architecture guides the architectural design process using NFRs that the software architect enters into the system. Each NFR will be associated with an Ontology Entry in the Argument Ontology. For instance, one NFR for our example is “The software must fail no more than once per month of normal operation.” This NFR can be associated with the Ontology Entry “Availability”. The association between the NFR and Ontology Entry standardizes each NFR with a common vocabulary of quality attributes. It lays out a basis for the matching between NFRs and patterns.

NFRs and Patterns can be matched on the basis of their respective associations with Ontology Entries. If they are matched, we can say the NFR can be achieved by adoption of the matched pattern. We have two types of methods to match NFR and Pattern: Exact Matching and Contribution Matching.

In the Exact Matching method, if one NFR is associated with an Ontology Entry that is also associated with a pattern, we say the pattern is matched. For example, an NFR is described as “The main components of the software must be reusable” and associated with the Ontology Entry “Reusability”. The Three-Layer pattern affects reusability positively, so it is associated with “Reusability”. In this case, we say the Three-Layer pattern is matched with this NFR. By adopting the Three-Layer pattern, we can support this NFR.

In Contribution Matching method, if one NFR is associated with an Ontology Entry that is associated with a pattern or is a child of an Ontology Entry in the Argument Ontology that is associated with a pattern, we say the pattern is matched (the Argument Ontology, defined as part of SEURAT, contains a hierarchy of arguments at different levels of abstraction). For Example, an NFR is described as “The main components of the software must be reusable” and associated with Ontology Entry “Reusability”. The Three-Layer pattern is associated with Ontology Entry “Adaptability Criteria” and affects it positively. Because in the Argument Ontology, “Adaptability Criteria” and “Reusability” have a parent-child relationship, we say the Three-Layer pattern is matched with the NFR.

When the architect selects a pattern as a candidate, the pattern is added to the rationale as an alternative solution to the decision problem. Then rationale, in the form of arguments for and against the alternative solution (pattern) is created from the pattern library. This automatic generation of Arguments will be achieved in two ways. First, if an associated Ontology Entry of a Pattern is matched with an NFR, an Argument of type Requirement is generated and this new Argument is associated with that NFR. Second, if an associated Ontology Entry of Pattern is not matched with any NFR, an Argument of type Claim is generated and the Ontology Entry is associated with the Claim. The direction of the Argument, whether the Argument is for or against the Alternative, will be determined by the direction in which the Ontology Entry affects the pattern (positively or negatively).

4. USING SEURAT_ARCHITECTURE

Figure 2 shows SEURAT_Architecture with an initial set of NFRs, the root decision, and the Pattern Library. The rationale, giving the NFRs and the decisions, is presented in the Rationale Explorer view, shown on the left-hand side of the figure. The Pattern Library is displayed on the right. The example used is the Aqua Lush architecture, described in [22].

![Figure 2. SEURAT_Architecture](image-url)
The software architect starts the decision-making process by first using SEURAT_Architecture to create a new software architecture project. This will create a project with a single root decision—“What is the basic architecture for the system.” The software architect will use the system to enter in the NFRs for the system.

The architect right-clicks on the root decision and selects “Generate Candidate Patterns.” This brings up the “Generate Candidate Pattern” window where the architecture can select the matching method, pattern scope, and problem category. Figure 3 shows the Generate Candidate Pattern window. After entering their criteria, SEURAT_Architecture finds the patterns with the best fit and returns a list of these patterns and their evaluation scores, as shown in Figure 4.

Figure 3. Generate Candidate Pattern Window

The architect can select one or more patterns from the list of candidates. These then appear in the rationale as alternatives to the selection they were in response to, in this case the root decision. The alternatives are displayed along with their rationale, which is a combination of claims coming from the Pattern Library and the NFRs that were used to select the pattern. Figure 5 shows some of the rationale generated when the four patterns shown in Figure 4 are all selected as alternatives. The icons, which are easier to read in color than the black and white, are a triangle for Alternatives, a star for Arguments (with a red or green border indicating negative or positive support for the alternative), a square with a “C” for Claims, and a circle with an “N” in it for NFRs. The darker colored stars are the Argument Ontology entries (where IS or NOT indicates if the claim does or does not support the criteria).

Figure 5. Rationale After Selecting Candidate Patterns

SEURAT_Architecture will use the arguments for and against each alternative (pattern) to calculate a score for each one of them using a weighted sum measurement, which takes into account the priorities (weights) of each quality attribute and NFR. This information is available to the architect to assist them in deciding which pattern alternative should be selected for the decision. After a pattern is selected, SEURAT_Architecture will generate the decisions that need to be made to continue the design based on that pattern, as defined in the Pattern Library. For example, if the Three-Layer Model is selected, the architect then needs to design the Business Logic Layer, the Data Source Layer, and the Presentation Layer. Each of these has a set of alternatives and rationale that are also imported automatically from the Pattern Library.

As the design continues, the architect can augment the rationale provided by SEURAT_Architecture with their own arguments.
The result will be a fully specified rationale for the final system architecture.

5. CONCLUSIONS AND FUTURE WORK

SEURAT_Architecture supports the software architect in selecting architectural patterns, design patterns, and idioms for use in the architecture. It also captures the rationale for each pattern using the NFRs for the architecture under development and the rationale stored in the pattern library. The initial design decision is guided using the NFRs for the specific decision. Later decisions are guided using information in the pattern library. Future versions of this software will use the “Generate Candidate Patterns” functionality for later decisions as well as the initial one.

The system is currently under evaluation with experiments being run using software architects using SEURAT_Architecture to assist in decision-making and rationale capture (the experimental group) and using software architects using SEURAT as rationale capture tool but without the pattern-based features (the control group).

Decisions made during architectural design are critical to the success of the system. Architects may not always be aware of all the architectural patterns available to them and why one might be preferred over another. Those implementing or modifying the architecture may not understand where or why a pattern is used or the reasons why it was chosen. SEURAT_Architecture assists with these two problems by providing tool support in pattern selection and by capturing the rationale for architectural decisions.
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